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ABSTRACT 
Traceability is used to ensure that source code of a system is consistent with its requirements. The only specified requirement has 

been implemented by developers. During software maintenance and evolution, requirement traceability links become marginal 

because no developer can devote effort to update it. However, to recover traceability links later is a very painful and monotonous 

task also it is costly for developers too. Traceability supports the software development process in various ways, like as change 

management, software maintenance and prevention of misunderstandings. But, while, in practice, traceability links between 

requirements and codes are not created during the development of software as it requires extra efforts. So developers rarely use 

such links during development. Why many challenges exist in traceability practices today?  However, many of the challenges can 

be overcome through organizational policy, quality requirements traceability tool support remains the open problem.  
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INTRODUCTION 
The traceability is very most important for any software project, and if we use it, it could be beneficial from 

different perspectives for the development. When we develop a source code for any system that source code can be 

traced and become identical with the requirement and analysis because we develop a source code as per the 

requirement. A traceability link is the connection between the source code and requirement. Requirement 

traceability helps software engineers to trace the requirement from its emergence to its fulfillment [5].  Traceability 

may not help us to know how different components of systems are interlinked and dependent on each other in the 

same system. We may also fail to find the impact of change on the software and system. A most important goal of 

traceability, in absence of original requirements and other artifacts traceability links. Therefore, we should look at 

traceability from all the aspects of traceability regarding scope and coverage [1].  

Requirements traceability has proved much important over the past decade in the scientific literature. It is defined as 

“the ability  to illustrate and go after  the  life  of  a  requirement,  in  both  a  onward  and backward  direction”.  

Traceability  links  among  of  a  system  and  its  source  code  helps us  in reducing  system  comprehension  

attempt.  While updating the software, the developers can add, remove, or modify features as per the users demand. 

While maintenance and evolution of any software, requirement traceability links become marginal because no 

developer can devote effort to update it. However to recover traceability links later is a very painful and tedious task 

also it is costly for developers too.  In  fact, developers usually do not update requirement-traceability links  with  

source  code.  Requirements and source codes are different from each other, which decreases the textual similarity 

[2].  

 

REASONS FOR REQUIREMENTS TRACEABILITY  

The traceability is one of needs of stakeholders – project sponsors, project managers, analysts, designers, 

maintainers, and end users, because of their need, priority, and goal. The requirements traceability is a characteristic 

of a system in which the requirements are clearly linked to their sources and the artifacts formed during the system 

development life cycle based on these requirements [15].   

In requirements engineering and elicitation phase, it is important that the rationales and sources to the requirements 

are captured to know requirements development and confirmation [15].  
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Modifications in design appear e.g. if the requirements evolve or if the system is developed incrementally [14]. 

During design phase requirements traceability helps to keep track of when the change request is implemented before 

a system is redesigned. Traceability is able to impart information about the justifications, important decisions and 

assumptions related to requirements [15]. 

Modifications after the delivery of the system occur due to various reasons (e.g. to a changing environment). Such 

modifications are called system evolution [11] Empirical studies show that even experienced software professionals 

predict incomplete sets of change impacts [17]. With the help of complete traceability, more accurate cost and 

schedule of change(s) can be determined, instead of depending on the engineer or programmer who is expert [15].  

 

A SURVEY OF RELEVANT LITERATURE 

Traceability recovery, feature location, and trust models topics are related to this research work. Traceability 

approaches can be divided into three main categories, i.e., dynamic, static, and hybrid.  

Dynamic traceability approaches [9] require a system to be compliable and executable to perform traceability 

creation tasks. It also requires pre-defined scenarios to execute the software system.  

Dynamic approach collects and analyzes execution traces [9] to identify method a software link has been executed in 

the particular scenario. However, it couldn't help to differ in overlapping scenarios, because a single method has 

some limitations. Due to bugs and/or some other issues the legacy system may not be applicable. Thus, to collect 

execution traces is not possible.  

Static traceability approaches [8], [14] use source code structure and/or textual information to recover traceability 

links between high-level and low-level software artifacts.  

Software repositories have been preferred by many researchers [9] to recover traceability links, presented a formula 

based approach to recover traceability links between software artifacts in which software systems' version history is 

taken into consideration. It assumes, two files must have a potential link between them if they co-change. However, 

in the certain case, two files are co-changing but they do not have any semantic relationship. Also, it is possible that 

some software artifacts do not have software repositories, in such a case, their approach cannot find the link from/to 

these documents, e.g., requirement specifications. In hybrid traceability, [4] there is a combination of static and 

dynamic information. The study shows that combination of dynamic and static information can perform better than 

the single IR technique.  

The results are achieved by static approaches show that they do not require an executable software system. Thus, 

static traceability approaches can be applied to a system that contains a bug or is not executable.  

 

DIFFICULTIES IN REQUIREMENT TRACEABILITY 

Apart from the benefits that traceability offers to the software engineering industry, there are many difficulties in 

practice. These difficulties can be identified at the cost of time and effort, the difficulty of maintaining traceability 

through change, different views on traceability held by various project stakeholders, organizational problems and 

politics, and poor tool support. 

COST: One of the biggest challenges facing the implementation of traceability is the cost involved. As a system 

grows in size and complexity, capturing the requirement traces quickly becomes complex and expensive [10]. 

Because of this, the budget of a project gets collapsed. However, traceability can be detected in early development 

process when it is easy and cheap too.  

By this one can save a significant amount of effort by focusing traceability activities on the most important 

requirements.  However, it requires a clear understanding of   each requirement in the system. It may not be an 

option if  full tracing  is  a  requirement  of   the  customer  or the  development  process  standards  used for the 

project. 
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On the other hand, the high costs of traceability that is incurred can save much bigger sum in future of software 

projects. It cannot solve the problem of the high costs of   traceability implementation, but considering long term 

benefits this incurred cost is beneficial because it can save a lot. 

MANAGING VARIATIONS: To maintain traceability in different situations is another challenge. Experts assume 

that change is inevitable in the life of any matter and software project is not objection too.  If there is in the change, 

then you have to update the traceability data to reflect such change [12]. To update the traceability data, the separate 

system is required, which can be costly as it requires much of time if the change is extensive. 

However, that discipline cannot be universal and applicable for all changes under every circumstance. To deal with 

change and its impact on traceability is not a cup of tea. Some tools can be useful to identify the impact of change on 

existing traceability data; but, still it requires a lot of efforts to update it [13]. At the same time, training can help 

users to understand the importance of discipline in maintaining traceability data.  

By keeping the eye at long-term benefits, developer prefers short-term incurred costs to sustain the organization. 

 TYPES OF TRACEABILITY 

Over the years, several other terms related to requirements traceability have been established. According to Winkler 

& von Pilgrim [6], the most common ones are pre-requirements specification, post-requirements specification, 

forward, backward, horizontal, and vertical traceability. These terms are shown in Figure 1 and described in detail in 

the following. 

 
Fig. 1 Different Types of Traceability 

 

Gotel & Finkelstein [19] have introduced the classification of pre-requirements specification (pre-RS) traceability 

and post-requirements (post-RS) traceability. Pre-RS traceability is related to those aspects of a requirement’s life 

before its inclusion in the RS, which means all traces that occur during elicitation, discussion, and agreement of 

requirements. This includes dealing with informal, conflict, or overlap of information [6]. Post-RS traceability is 

concerned to such aspects of a requirement’s life that resulted from its addition in the RS, which means all traces 

that occur during the stepwise implementation of the requirements in the design and coding phases. It includes 

documenting the traces of the various manual and automatic transformation steps eventually producing the system 

[6]. 

The SRS has introduced the terms backward traceability and forward traceability. Backward traceability refers to the 

ability to follow the traceability link from particular artifact to its sources from which is has been derived. Forward 

traceability stands for following the traceability links to the artifacts that have been derived from the artifact under 

construction. 

Ramesh & Edwards [20] have introduced the terms horizontal traceability and vertical traceability. These terms are 

used for the traceability links of an artifact belonging to the same project phase or level of abstraction (horizontal), 

and links between artifacts belonging to different ones (vertical) [6]. 

Instead of above definitions Winkler & von Pilgrim [6] defines these essential traceability links as follows: 

1. Traceability means the ability to describe and follow the life of a software artifact in the sense of the generalized 

definition presented by [19]. 
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2. A trace is a piece of (implicit or explicit) information which is an indication or evidence showing what has existed 

or happened. 

3. Finally, a traceability link is, as already stated, a relation that is used to interrelate artifacts (e.g., by causality, 

content, etc.) Following the notation of a trace, a traceability link is a more concrete (but not the only) form of 

information that can be used to describe and follow certain aspects of the life of the representative software 

artifacts [16]. 

REPRESENTING TRACEABILITY 

Firstly, to any software evolution task, a developer has to comprehend the project landscape [4], particularly, system 

architecture, design, implementation and the relations between the various artifacts using any available document. 

Program comprehension occurs in a bottom-up manner, a top-down manner, or some combination thereof [3]. 

Developers use different types of knowledge during program comprehension, ranging from domain-specific 

knowledge to general programming knowledge. Traceability links between source code and sections of the 

documentation, e.g., requirements, aid both top-down and bottom-up comprehension [1].  

Traceability links between the requirements of a system and its source code are helpful in reducing comprehension 

effort. Requirement traceability is defined by [4] [5], “the capability to demonstrate and go subsequent to the life of 

a requirement, in both a forward and toward the back direction”. This traceability information also helps in software 

maintenance and evolution tasks.  

In order to use traceability links, it is necessary to represent them in a form that is appropriate for its purpose. 

Several different ways (traceability matrices, graphical models, cross references) exist to represent traceability links, 

which are also supported by tools. Wieringa [18] distinguishes between three different kinds of traceability 

representation, while [7] represent artifacts and the traceability links between them as a graph: 

• TRACEABILITY MATRICES: Traceability links are represented in matrix form. The horizontal and vertical 

dimensions are linked. The entries in the matrix represent links between the artifacts in the matrix [18]. 

• GRAPHICAL MODELS: Entity Relationship Model (ERM) is also used to represent traceability links. Also, 

various UML diagrams support the representation of traceability links embedded in the different development 

models [18]. 

• CROSS REFERENCES: Traceability links between artifacts are represented as links, pointers or annotations in 

the text [18]. 

 

 

CONCLUSION 

To develop any software requirements, traceability plays vital role similarly it plays the vital role in the maintenance 

of software. Creating traceability links manually is one of the costly laborious work.  Still it is need of the time to 

make efforts on traceability links more cheaper in short standard solution should be formed. Requirements 

specification for requirements traceability is formed alongside all the investigations, which drives both their 

direction and focus.   
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